Maybe it is a little hard to understand, but **XML** does not DO anything. **XML** was created to structure, store, and transport information. Основное назначение это перенос информации.

It is just pure information wrapped in tags. Someone must write a piece of software to send, receive or display it. The tags (like <to> and <from>) are not defined in any XML standard. These tags are "invented" by the author of the XML document.

That is because the XML language has no predefined tags.

The tags used in HTML (and the structure of HTML) are predefined. HTML documents can only use tags defined in the HTML standard (like <p>, <h1>, etc.).

XML allows the author to define his own tags and his own document structure.

XML is Not a Replacement for HTML

XML is a complement (дополнение) to HTML.

It is important to understand that XML is not a replacement for HTML. In most web applications, **XML is used to transport data**, while **HTML is used to format and display the data**.

My best description of XML is this:

**XML is a software and hardware independent tool for carrying information.**

XML documents use a self-describing and simple syntax:

<?xml version="1.0" encoding="ISO-8859-1"?>

<note>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

The first line is the XML declaration. It defines the XML version (1.0) and the encoding used (ISO-8859-1 = Latin-1/West European character set).

The next line describes the root element of the document (like saying: "this document is a note"):

<note>

The next 4 lines describe 4 **child elements of the root** (to, from, heading, and body):

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

And finally the last line defines the end of the root element:

</note>

XML Documents Form a Tree Structure

XML documents must contain a **root** element. This element is "the parent" of all other elements.

The elements (tegs) in an XML document form a document tree. The tree starts at the root and branches to the lowest level of the tree.

All elements can have sub elements (child elements):

<root>

<child>

<subchild>.....</subchild>

</child>

</root>

The terms parent, child, and sibling are used to describe the relationships between elements. Parent elements have children. Children on the same level are called siblings (brothers or sisters).

All elements can have text content and attributes (just like in HTML).

**XML Syntax Rules**

1)-**All XML Elements Must Have a Closing Tag**

In HTML, you will often see elements that don't have a closing tag:

<p>This is a paragraph

<p>This is another paragraph

In XML, it is illegal to omit the closing tag. All elements must have a closing tag:

<p>This is a paragraph</p>

<p>This is another paragraph</p>

Note: You might have noticed from the previous example that the XML declaration did not have a closing tag. This is not an error. The declaration is not a part of the XML document itself, and it has no closing tag.

2)- **XML Tags are Case Sensitive**

XML elements are defined using XML tags.

XML tags are case sensitive. With XML, the tag <Letter> is different from the tag <letter>.

Opening and closing tags must be written with the same case:

<Message>This is incorrect</message>

<message>This is correct</message>

Note: "Opening and closing tags" are often referred to as "Start and end tags". Use whatever you prefer. It is exactly the same thing.

3)-**XML Elements Must be Properly Nested**

<b><i>This text is bold and italic</i></b>

In the example above, "Properly nested" simply means that since the <i> element is opened inside the <b> element, it must be closed inside the <b> element.

4)-**XML Documents Must Have a Root Element**

XML documents must contain one element that is the parent of all other elements. This element is called the root element.

<root>

<child>

<subchild>.....</subchild>

</child>

</root>

5)-**XML Attribute Values Must be Quoted**

XML elements can have attributes in name/value pairs just like in HTML.

In XML the attribute value must always be quoted. Study the two XML documents below. The first one is incorrect, the second is correct:

<note date=12/11/2007>

<to>Tove</to>

<from>Jani</from>

</note>

<note date="12/11/2007">

<to>Tove</to>

<from>Jani</from>

</note>

The error in the first document is that the **date attribute in the note element is not quoted**.

6)-**Entity References**

Some characters have a special meaning in XML.

If you place a character like "<" inside an XML element, it will generate an error because the parser interprets it as the start of a new element.

This will generate an XML error:

<message>if salary < 1000 then</message>

To avoid this error, replace the "<" character with an entity reference:

<message>if salary &lt; 1000 then</message>

There are 5 predefined entity references in XML:

&lt; < less than

&gt; > greater than

&amp; & ampersand

&apos; ' apostrophe

&quot; " quotation mark

Note: Only the characters "<" and "&" are strictly illegal in XML. The greater than character is legal, but it is a good habit to replace it.

6)-**Comments in XML**

The syntax for writing comments in XML is similar to that of HTML.

<!-- This is a comment -->

With XML, White Space is Preserved

HTML reduces multiple white space characters to a single white space:

HTML: Hello my name is Tove

Output: Hello my name is Tove.

With XML, the white space in your document is not truncated.(не усекается.)

7)-**XML Stores New Line as LF**

In Windows applications, a new line is normally stored as a pair of characters: carriage return (CR) and line feed (LF). The character pair bears some resemblance to the typewriter actions of setting a new line. In Unix applications, a new line is normally stored as a LF character. Macintosh applications use only a CR character to store a new line.

**What is an XML Element? (tag)**

An element can contain other elements, simple text or a mixture of both. Elements can also have attributes.

<bookstore>

<book category="CHILDREN">

<title>Harry Potter</title>

<author>J K. Rowling</author>

<year>2005</year>

<price>29.99</price>

</book>

<book category="WEB">

<title>Learning XML</title>

<author>Erik T. Ray</author>

<year>2003</year>

<price>39.95</price>

</book>

</bookstore>

In the example above, <bookstore> and <book> **have element contents**, because they contain other elements. <author> **has text content** because it contains text.

In the example above only <book> has an **attribute** (category="CHILDREN").

**XML Naming Rules**

XML elements must follow these naming rules:

Names can contain letters, numbers, and other characters

Names cannot start with a number or punctuation character

Names cannot start with the letters xml (or XML, or Xml, etc)

Names cannot contain spaces

Any name can be used, no words are reserved.

Best Naming Practices

Make names descriptive. Names with an underscore separator are nice: <first\_name>, <last\_name>.

Names should be short and simple, like this: <book\_title> not like this: <the\_title\_of\_the\_book>.

Avoid "-" characters. If you name something "first-name," some software may think you want to subtract name from first.

Avoid "." characters. If you name something "first.name," some software may think that "name" is a property of the object "first."

Avoid ":" characters. Colons are reserved to be used for something called namespaces (more later).

XML documents often have a corresponding database. A good practice is to use the naming rules of your database for the elements in the XML documents.

Non-English letters like éòá are perfectly legal in XML, but watch out for problems if your software vendor doesn't support them.

**XML Elements are Extensible(РАСШИРЯЕМЫ, Т.Е. ЭТО ТО, ЧТО ДЕЛАЕТ SOAP)**, нет это не верно речь идёт о том что XML расширяемый так как можно добавлять какие хочеш новые элементы(новые тэги), так как они не предопределены, как в HTML. Другими словами в HTML есть определённое количество (заранее зарезервированных и запрограммированных на строго определенный функционал) тэгов, а в XML такого нет, все теги создаются разработчиком в процессе и соответственно их разновидность может быть какой угодно, что позволяет добавлять (увеличивать разновидность) их на любом этапе.

XML elements can be extended to carry more information.

Look at the following XML example:

<note>

<to>Tove</to>

<from>Jani</from>

<body>Don't forget me this weekend!</body>

</note>

Let's imagine that we created an application that extracted the <to>, <from>, and <body> elements from the XML document to produce this output:

MESSAGE

To: Tove

From: Jani

Don't forget me this weekend!

Imagine that the author of the XML document added some extra information to it:

<note>

<date>2008-01-10</date>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

Should the application break or crash?

**No**. The application should still be able to find the <to>, <from>, and <body> elements in the XML document and produce the same output.

**One of the beauties of XML, is that it can often be extended without breaking applications.**

**XML Attributes**

XML elements can have attributes **in the start tag**, (т.е. в открывающем теге) just like HTML.

Attributes provide additional information about elements.

XML Attributes

From HTML you will remember this: <img src="computer.gif">. The "src" attribute provides additional information about the <img> element.

In HTML (and in XML) attributes provide additional information about elements:

<img src="computer.gif">

<a href="demo.asp">

Attributes often provide information that is not a part of the data. In the example below, the file type is irrelevant(не имеющий отношения) to the data, but important to the software that wants to manipulate the element:

<file type="gif">computer.gif</file>

XML Attributes values Must be Quoted

Attribute values must always be enclosed in quotes, but either single or double quotes can be used. For a person's sex, the person tag can be written like this: <person sex="female">

or like this: <person sex='female'>

If the attribute value itself contains double quotes you can use single quotes, like in this example:

<gangster name=**'George "Shotgun" Ziegler'**>

or you can use character entities: <gangster name="George &quot;Shotgun&quot; Ziegler">

XML Elements vs. Attributes

Take a look at these examples:

<person sex="female">

<firstname>Anna</firstname>

<lastname>Smith</lastname>

</person>

<person>

<sex>female</sex>

<firstname>Anna</firstname>

<lastname>Smith</lastname>

</person>

In the first example sex is an attribute. In the last, sex is an element. Both examples provide the same information.

There are no rules about when to use attributes and when to use elements. Attributes are handy in HTML. In XML my advice is to avoid them. Use elements instead.

My Favorite Way

The following three XML documents contain exactly the same information:

A date attribute is used in the first example:

<note date="10/01/2008">

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

A date element is used in the second example:

<note>

<date>10/01/2008</date>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

An expanded date element is used in the third: (THIS IS MY FAVORITE):

<note>

<date>

<day>10</day>

<month>01</month>

<year>2008</year>

</date>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

Avoid XML Attributes?

Some of the problems with using attributes are:

attributes cannot contain multiple values (elements can)

attributes cannot contain tree structures (elements can)

attributes are not easily expandable (for future changes)

Attributes are difficult to read and maintain. Use elements for data. Use attributes for information that is not relevant to the data.

Don't end up like this:

<note day="10" month="01" year="2008"

to="Tove" from="Jani" heading="Reminder"

body="Don't forget me this weekend!">

</note>

XML Attributes for Metadata

Sometimes ID references are assigned to elements. These IDs can be used to identify XML elements in much the same way as the ID attribute in HTML. This example demonstrates this:

<messages>

<note id="501">

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

<note id="502">

<to>Jani</to>

<from>Tove</from>

<heading>Re: Reminder</heading>

<body>I will not</body>

</note>

</messages>

The ID above is just an identifier, to identify the different notes. It is not a part of the note itself.

What I'm trying to say here is that metadata (data about data) should be stored as attributes, and that the data itself should be stored as elements.

**SOAP XML (not WSDL)**

It is important for web applications to be able to communicate over the Internet.

The best way to communicate between applications is over HTTP, because HTTP is supported by all Internet browsers and servers. SOAP was created to accomplish this.

SOAP provides a way to communicate between applications running on different operating systems, with different technologies and programming languages.

A SOAP message is encoded as an XML document, consisting of an <Envelope> element, which contains an optional <Header> element, and a mandatory <Body> element. The <Fault> element, contained in the <Body>, is used for reporting errors.

**The SOAP envelope**

The SOAP <Envelope> is the root element in every SOAP message. It contains two child elements, an optional <Header>, and a mandatory <Body>.

**The SOAP header**

The SOAP <Header> is an optional subelement of the SOAP envelope. It is used to pass application-related information that is to be processed by SOAP nodes along the message path.

**The SOAP body**

The SOAP <Body> is a mandatory subelement of the SOAP envelope. It contains information intended for the ultimate recipient (конечный получатель)of the message.

**The SOAP fault**

The SOAP <Fault> is a subelement of the SOAP body, which is used for reporting errors.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALEAAADVCAIAAACXLobeAAAgAElEQVR4nO2dd1wTyfvHn0Ag9KoEQQzVSrEjHanSpCqIZ0Pk7Ojp6dlPPQueXRQr9kO6qIBIEREBEaUpKooiKCAlgdAhZH9/7Jkft3YDJPid98uXr83szDyT4ZPZZ2efnSFhGAYIRDcEeN0ABN+BNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIELmsjyTybx7J5WNAvj4AAESyc7BUUCA2985t5pob28PuxJiambOZT0I7omLvWHv6MR9PdxqAgCEhITm+/3KfT0ILrlx/VqP1IP8CQQRpAkEkR64dvQIDDr9WOCRJ48LMQzT1dNbssxfSloaP/XsadG54DNPi4okJSVt7eyne3pRRETwU2w2e+vmjSxW1+y584YNH44nhodeycvNxY/FxMQmGRhYWtv0auMjw8MePXy4Zdt2YWHhXjXUR2DcUV1dPX/OLC4r6ejomGxiqEkbPGOau4eLk6qyopWZSUdHB4ZhWZkZmrTBWqoqXh5upob6NCXqLG9PFouFF0xLTaUpUWlK1C0b13NqW7FsCU2JOl5PZ5yuNn72RNAxLlv4ZX7zX0ZTojY3N/eqla/i4mjPZrO5r4cvrh0F+fmvSkqWLPP/JywiPPrawiVL3717l5WR0dnZudhvgSCZfC3uZkh45O27GdM8vdJSU8+cOokXvBoVISAgQFNVvXHtWldXV/c6QyOjc/ILU9MzhYSErvxziWCxvLzs8oXzhw/uf/a0CE9JupWQnJT4+tWr48eOhob809HR8biwICIstOLdOwBob2uLCAvNyswAgJqamoiw0EP792Xfz/r4u7BYrJjoqIP79kaEhba3tQFAR0dHRFjo48LCjHvphw/uz7iXzsmcn5d7/NjRM6dO1NXV9lhvcg+XmuqRcaL09WuaEtXc2CDsSkh5eRkn/X5WJk2JunqlPyelqrKSpkSd7uaCYVhrS8tILXUvD7eD+/bSlKhpqal4HnycKHn5EsMwNputO3KYhalRd3MPsrOHa6pp0gYP11RTVVa8dTMewzA7a4sJo3VGaqmPGqpBU6KuWrE8JTmJpkTdtycAw7DkpESaEvVc8JnXr16N09VWVVbUHqZJU6KeOXUC6zZOtLa02Flb0JSouiOG4t+oob6eQafTlKimhvqatMFqgwepKiv+c+kihmEngo7RlKijhmqoKivqjRpeWVHBZTf+VOMETVV10dJlVVVVv/+2wlh/goWp0YVzZ9ls9vuqKgDQ0NDk5KQqKoqJib9/XwUAibcSmpub7Rwcbe3sAOBqdGT3Og/s+3v92jVuUx0b6uttpth1P3X29EkMw+7dz3mQWyArJ/d3wG48vbq6+mJIaN6TZyoqQ1JTUkzNzOXlB9xJvQ0At5OTyGSyk7NzaMjl2tqa6/EJjwqLRowctTcgAOs2X3fubHDRkyc7A/bkFz0/evzk61evgo4F4qe6WF0PC55kZD+UlJQ8uH8vhmHHAg+PGz/hUWFReFRMPYNx8kRQb/TtD8AvPubadRuW+a9MTrx1L/1uws34zRvWAcBgFRUAoNPpnGxtra2trS3i4uIAcDUqEgAkJCTqamulpaUT4uN27t7DcT+zMjIEyYLS0jK+fgtXrvq9u60H2fcB4JcZngDQ0d7+quQli8UCACVl5bHjxgMATVU1Py9XUFDQydn5/NlgBp2empJiZj5ZTk4+50G2gIDAb/7LAaCmprqlpflteRmn5seFBQBgZ+8IANa2U8hk8uPCQvyUgZGRlJSUlJTUuPETbqck5+U+qmcwXr9+5TjFBgBIJFLxs2e907XfDV9oIic7+/y5YPdp052cXZycXby8Z7o42r8ofj7F3oFEIt1OTlqzbj2ZTAaApMRbGIbp6o1m0On4L/g3/2WcepKTk+wdHPHj0MhodQ2NT5qTkJQUFRPbsnUbIZ1MFiKkuLi5nws+cy74THl52dr1GwBAQkKSIiKyactWAQESnkdWTp6TX0pKGgAYDIasnFxjI5PFYklJSuKnmpua8IPGRqaAgMCAgQMBwMDQyHvmL3i6uITE9/Var8EX144BAwfGx97YvH5dVER4XOyN4NOnAGCi/iQFBYX5C3598aJ43uxfrl2NDgo8sm7NahlZ2UVLlsXeuM5isRYuXhJ9PTb6euzho0EAEBMd9S3mDAyN35aXl5WVsdnY1i2bzwafwQX3MaPHjFVVUztx/JiEhIS1jS0AGBgZt7a05OU9IgsJHdy/d8/uXSIfRiYAsLS2BoCd27cmJtz8c9NGAODcBqfevn01KvKfSxdyHz0yNDJWURmipq7+6GEOq6ur9PXrtatX3c/6hMfKG7j0R3rEx8Qw7Ma1GM6t46ihGju2bcXdpa6urr+2/jlcUw0/ZW9j+TDnAYZh7s6OqsqKFe/ecWrQHzdaS1WloaGhu4/5SRh0+i8zPGlKVFVlRXsby6dFTzAMs7O2MDHQxzPM9JymPUwTP8YdWI6f29HRsXzJIlVlRZoSdbKJYXraHey/96LHjhwepqFKU6Jqqars2b0TN0dTok5zdZ44Vg93NvG25eU+MjOahOdc4DOXyWRy2Yc95WPyiyZwKisqip8/6+rqIqQ3NTUVFhS8KS3tKUMYhjXU19fW1vxY2aampqrKys+d7ezsLCt7097ejn/ENbFuze8Yhn1cqqqysqWlZyY2ekoTfOFPcFAcNEhx0KCP08XFxbV1dHrWFmee9AcQFxfH/dxPQiaTVVSGfPIUVVHxqyk8h7808VMiKiq6as1abR1dXjfkW0Ga6HUoIiLL/FfyuhXfAV/cdyD4CqQJBJG+uHZcj7laX8/oA0M/N4NVhky2sOwDQ32hiajIcBNTM2lpmT6w9bPytrz82dNnP48mAMDV3UNWVq5vbP2UPHlc+M8l4hP/XgL5EwgifH0v2traEhQYmJWZQRER0dbRWbRkmZSUFH6qsCA/Jjo6P++RkvJgA0MjzxneJBKJUzAmOqqwoGDjlj85KXsDdjMY//o0cnJyU11dtbSGdrd15NABZxe3ITQal20+F3xm/ISJPT7D1pfw9Tixyn95UdGTJcv9587zeVVS4uXhimEYAMTF3vDycBMVFV3x22pTM/MzJ0/86uvDibPCMGz3zr8uX7rwMCeHU9XVqEgKRVhHV3fkyJGVlRVOdravSkq624q9fr36/Xvu25ySnFhW9ob7engI/44TXV1dtxJuJqXeVVVTAwBzC0szw0kvX75QGayycd3anQF/O7u64Tmn2DtYmBhej7nq4uYOAOlpaTIyshaW1tGR4ePGj+dUaGo+2XyyBQDMnD2nqrLyZlzs4mXL/2OR3ZVxL53JZBoZm0h+eMad++hh8fPnw0eM0Bs9Bk95+7Y8Iz1dVFRU38BQQUEBT3yYk/PmTamxiWn3CnOys0tKXo7S1sGHjarKypaWFhKJVFVVaWBo1At91jPw7zghKCgoP2DAqRPH35SW4h/T7z/Q0hp6JzVViEzmCAIAxMXFvX+ZHR0VgX+MCA91dfdwnDr1xvVrnZ2dH9eMYVhtba3Eh786h7+2/hkTHZWYcNPW0ry1tQUANq3/Y/3aNcXPn69YtuTs6VMAUPTkiftUx8qKipwH2TYWZngk2OGD+1cuX1qQl/vr/Hmlr0vx2latWL51y6YXxcWL/XxDLl8CgKTEW2tWrfCdN7voyeMe764ehH/HCQA4FXxuz66dlmbGMjKyRiYmS5f7aw0dVl7+RlVNnZBTTV0dj71rbGxMTEjYsGnLgIEDyYLklKQkPDIPAE6fOH7jWkxnZ+ejnBwhYSF8UOmOrZ3d0uUrAMBYf0LRkyJxcbGkxFu30+6JiIrOmjPX2dFu5uw5Fe/ebtyy1cnZBQCePC58kH3fwsr66OFDibfThtBoDDp9whhdAHiYk5PzIDsp9a6QkJDH9OmzZnh5zvAGgBcvXtzPyRURFe3lnuMKvtaErt7oS1fCWltbcrIfXI2KsLexiom9KSMjy/EWOTAYDBkZWQC4ce2qiKjI2eDTACAlLXU1KoKjieEjRg4fMQIAPKZ5Tpg48eM/DB54BwAKVGpzU1Px82cAsHH9H3hiW2vr2/JyE1Oz0CshyxYvrKmuLn7+nMVilb0pFREVxZ1TWTk5/EqXn/eI3cVet2Y1AGAYRqfX4c6KsYkpnwsC+FkTD3NyLpwLPhR4TFRUzMTMzMTMjE6n38/MsLCyXrdm9etXr9TU/3+0SLyVMMnAAADCQ0NNzcwpwhQAsLK2PRd8mslk4ncrxqamuD/xOYSFiG/sKCsrz5nngx/PmeczSGnQ1i2b6xn0+X4LdfX0Fvr6AICEpGRzU1Nra4uoqBgA4P8DwBAajVN2rs98WVlZAOgXLwXxrz+hMmRISlJi0q0E/F6jpqbm+fNnw0aMoKmqTnVx9V+6uLKiAgDYbPbhg/sL8/PmzV/wqqSkqOjJX7sCVqxavWLV6vWbNtNoqrHXY36sARP1J5WUlCgOUtLR1WOz2b5zZwsICBbk5zo4TR03fnxdbW1Bfj4ADB6soqamfjs5GQCeP3v2/NlTANCfZPii+LmKyhAdXb2WlpaFC+aThYjBnnwL/44TCgoKew8c/n3VSgCQk5Orqqz09VtoaGQMAHv2Hdi6eaONhZmsnDy9rlZNXSMy5roClXo2+LSVtY1Et2BXx6nOURHhM2bO+oEGaGhqrvhttZ2VBVWRWl5WFhh0kkKhzJw1Z92a1adOHBcSIk+xtz+4f+8UO/sDRwIX+s4PPHyws6Nz9JixADBKW3u+30Irc1MFqsK7d+9OBZ8TFBTsoY7pfbiM0/qW2Lu5s7zp9Lofq5/NZpe9KX1cWNjU1EQ41dXVVfz8WUNDw4/V/I20t7e/KS3lBNJhGFbPYNDr/v063YMo3719S4gabGtrKyt7g7/kyCWPCwvWr13z5Tw/Z+zdx5BIJJUhn55bFBAQ0Bo6rLcbICwsTJjclJb5/4d5kt1uaJWUlQllKRTK54Lw+Bn+9ScQvAJpAkGEN9eORw9zqioreWK6v6ChqcVZUaOP4Y0m4mNj2Ww2VZHKE+v8z6uSEgad/r+lCRKJZGtnN1F/Ek+s8z+ctSt4AvInEESQJhBE+o0mUm+nLFnox/lYXl42xepLDy8+R+DhgxFhod+Y+fixo/hj7h8ovmSh34vi59/dPj6A3+esOLS1tTG6LU7Sxeqqrv6RsChmA1NSUuobMzc1NpLJ/5mTbmR+a3F6XV1nJ+u728cH9Jtx4gscP3bUwdbK1ckhLTUVAFgs1qb1fzjZ2bo42nNWpDi0f5/NZLMlC/0YjH+FdffOneluLjYW5oGHDwIAhmGLFsy/dOF899EIAN6Uls70nDbFyiI05J/u6TnZ2V4ebvY2lvv/3sNmswEgPy93puc0C1OjXX/9Z7WTgJ1/ffvIxA/0m3ECAF6+KF690h8/bmpqxA/CroSkpiRfiYiuqa6eMd098XZaSlIik8m8Hp/wprR0qsMUJ2eXm3Gxd9NSw6Njqqqqprs5a+voVlZUrFy+NCQictAgJd+5s4cNG25pbZN4K2GwypANm7Z0N5p2JzU8KobFYnm6u+ro6uGJdHrdkoULLvwTqqqq+pv/stMnT3j/MmvBvDkng8/RaKrz587GQ0HZbPb6tWsAwH3a9L7rJq7pT5qQkZWzsLLGj6vfv8++fx8AbsbFjhw16m7aHQBQUKDez8xwcXMfPWZsdFTEq5clDfX1LBbrbtodB8ep0jIy0jIyEybqA0ByUqKautqL4uIXxcXqGpopyUn4gjIrVq0mLCJgO8VegUoFAHMLi/S7aXhiakqK3pix+PyB9y+z/g7YraamRlNVxR+Kngw+iweRb928oaKiIj3rQfeYcv6nP107BgwYYO/giP/jRMc0NjI7OzurKiuqKitc3d1V1dTCroT4zpvNbGDaOTjiz6gwDCN92MFAgaoIAI1MpqAgGS+lqaVpZWMLAMLClI9XlVCg/huF230PhPb2NskPT+TFJSTa2toaGxulZWTxFFlZOTzoS1dvjLLy4JDLF3unP3qL/qSJT6KjN3qggoKPr99cH9/s+1mCguRbN+OX+a+cM89HRESkqakJACZOMrh7519XI+dBNgDo6ul1dHTM9fH18fVjsbpqa2o+V39WRgYAdHV13Uu/O1FfH0+cqG+QlZXZ3NwMAIm3EgyNjHR0dQvz89paWwHAd+7se3fvAoD7tOk7Avb8HbAbD+XtL/Sna8cnWbrc32f2rIz09Orq9/YOTuoaGvZOU3ft2B4eFiolKTl6zNjAQweXrViZlHDT1cmBwaDTaKoAYGRiejM+borlZBFRUWkZmROngz9Xf2Njo63lZEFBAfPJlqPHjI2PvQEAGpqa8xf42VlbysvLi4iIBJ08LSMr+8ucuVOsLcTExKhURRMzs6CjRwBAS2uol/fMDevWnj57vs/6hFu4jL/4sZiaHdu23s/K5NJ0d6oqK7uHrjDo9Ib6evy4taUFP6DX1RGWxG5oaOBk+wJNTU2fXICsvb29rq62e0pzc3N1dfX3Nv5jwkOvXDp/rnsKiqn5bgirQsnIynKOOXHSsnLEl5g5bxp+mc8tXSUsLCzXbXFMABATExMTE/uWOvmZfu9PIHocpAkEEd5cOzAMS4iPz330kCfW+Z/Xr17p8G6dPN5ows7Boaqysn/N5PQlKipDNDS1eGWdN5rgvIWH4EOQP4EggjSBIMKba0dDfT2J6y2Uf24EBAQkeLSjB280EXj4EP6uLeKTsDHMzs5+5uw5PLHOs7jtpf4rUNz250Bx2wj+AmkCQQRpAkGk32gCxfL3Gf3mWTmK5e8z+s048QVQLH/P0m/GCUCx/H1Ff9IEiuXvG/rTtQPF8vcN/UkTnwTF8vc4/ena8Um+O5ZfFcXyfw0u475RLH/3FBTLz0egWP4epN/7E4geh2dx2y9fFMt99MNF4FRVVcrKyH49X+/AG00MHTbsflbmo4colv+zjHAYxSvTvNHENE+vaZ5ePDGN+CrIn0AQQZpAEEGaQBBBmkAQQZpAEOmj+47S169J0J+eF/Mbb8vf9pmtvtCEmpr6oQP7+8DQz43+JIO+MdQXmti8dXsfWEH0FMifQBBBmkAQQZpAEEGaQBBBmkAQQZpAEEGaQBBBmkAQQZpAEEGaQBBBmkAQQZpAEOmLZ2BZmRlhV0L6wNBPz8YtfxLeMuoN+kITDAaDqqiIArW5ZOumjWTBvvh79YUNARJJSkpaXV2jD2whuAf5Ewgi/ewd4op3744cOvDs6dOBCgoGBoZzfOZzlgpJiI+/nZL08kXxsOEjrW1tOYuW4Bzav09OXn7WnLn4R2ZDQ8CunfgxiQSDVYZ4zfDu/uYxnV53/OjR9Zs2f1fzoqMiFBSoRsYmP/4N+YD+NE60t7V5urtKSEj+sWHjFDv7iPDQPzdtwE8F7Pxrwx9rRmnrrFrzh7qGuv/SxUGBRzgFy8venAg6tnvHdnzNEABoaWm5fPH80GHDdHR1NTQ009PuuDjZt7e3c4o0NTZFhod9bwvvZ2Y+e1rE3bfkPf1pnCgsLGxtbd2w+d81yEaOGuXnMw8Anjx+fObUyVspd1TV1ADAwNBIf5Khi6Odg9PUITQaAESEhXlMn56VmZlwM97Z1Y1Tocd0T3wdgTk+87WHaRXm54+fOLG7RTq9LjUlZeBABRMzMzylrbX13r30RibTwNCIs8BB0ZMnT4ue6Bv8Gy/57GmRuLi4yhAaADQ2NhY9edxnoZQ9Qn8aJxQUFOrqai+eP1dbWwMAw0eMTMu8DwBXoyKtbWxxQeBo6+hMMjC8FhMNABiGRYaHubp7OE6dGhUZ/sma6+sZHR3tEpL/2RuhpbXl1/nzCvLzdu3Yhq+3x2Qy3ZwdI8NC83IfuTjZ44vbhV0JmTd7Zn5erv+SxY9ycgAgNSXlz00b8UoiQq+cOnG8N3qj9+hP48QQGu3w0aDAw4c2b1inqqZmZW27cMkSefkBZWVvtLSGEjKrqau/KS0FgMyMe0LCQmPGjpOSkj60f19NTc3AgQPxPBv+WEMmk5uaGrMyM21spwwfMbJ7Da0tLVu27dDW0Wlubp4wWnfx0uWxN67RaKrHTp4GgFHaOn9t3RJ9PXZvwK7Dx45PMjBsb2sz0p8AAM6ubgcP7GtqapKQkIiLvT7P1w/6Ff1JEwDg5Ozi5OxSV1d77+7dkMuX7Kws7mRkycjIMBgMQk4Gg6GkpAwAEWGhYmJiAbt2AIAwhXI9Jtrnwx9pwoSJFBERAQGBBb8uHjtuHKEGEVHRUdraACAuLq6hqfmiuDj34cPJllb4WUNj4z9+X1VXV1tdXa2rNxoAKCIiI0aNAoBBSkpjxoxNTrxlYGT84sULyw/rN/YX+tO149KF88ePHQUAefkBU11cL4eGt7e3l7x8qW9geOd2SmdnJydnc3Nzxr10fQOD5ubm+LhYU/PJFGEKRZhiYWkVHRnJyebi7uEx3dPNY9q48eM/XsKSQqFwEmtqqiUkJURFRRuZTDylkckUplAkJaVIJBJn2TzOwkWu7h7xcTduxsXaOzhRKJTe6Y/eoj9pYrCKSvCpEy9fFOMfC/LzWltb1TU0pzq7UEQoa1f/ht9WNDY2/ua/bPBgFUsr6xvXYoYNG7523YYVq1avWLV6246dRU8ev/hQw5dpqK/HF2t+XFjQ2tIyfvwES2ub+LjYjo4OALgaFWlhaSUsLGxiZnYrIR4A3ldV3c/KxMvaOThmZmRERYS7eUzrja7oVfrTtcN8ssXMWXPsbayoVEUMw9rb2w8dDcJ/muHRMSuWLRmrq604SLGqssrY1PRyaDgARIRdcXX34NQgLz/AwNAoKiJ8zlyfr5qjKioe3L9351/bGPS6/YcDKSIiLm7uebmPjPXHi0tIyMnJB506AwA7dgXMnTUzKiKcwWCMHfvvBUhSUtLYxPRxYcH4CRN6pS96FS7XzfuWtRBvxsUeCzzCpSEOnZ2dxcXPi4ufd3Z2Ek61tbY+e/q0vb29p2xhGFZZUdHV1dU9paWluba2hpDt3du3BLub1v8RfPpUD7ZktrfXl1du/N9dC5FMJn98l4FDERHB18DuQRQHDSKkiIqKiYoSFzxUUlbmHDPo9NArIbeTk9dv/L5pUD6hP/kT/QUMsIZ6xoHDgZylOfsX/W+c4H/k5OTXrt/I61b8OGicQBDhzThxcN/eO6kpPDHdX/CcMdPLeyZPTPNGE83NzStW/W5mPpkn1vmf0JB/WN2m4PoY3lw7SCSSaP/0v/oGQUHBr2fqNZA/gSDCR5o4eTzIWH8C/s/VySE+LvarRa5GRR4+yNVKWY2Njc4Odl/NtmjB/F7aLDT7flZdXW1v1PzD8JEmmA0NNnZ2yWnpcYnJPr4L/JcsYn544PQ5mpua6uvruTGKsdlVlRVfzVZdXd3R0SsX+KDAI8XP+WtrWj7SBACQBckUCkVKSsrOwZFMFmKxOgHg2tVod2cnZwc7zpbAIZcv2lpOnj9nVmlpKQBcPH+O8/5IUOCR5MRbnArLy97MnullbW66bPHChvr6ttbWxX6++KmU5KSL588BAIZhB/b+bWlmvHTRr/i2trW1Nf5LF1uYGi1aMJ/wI8YbM8XKAt/57cnjx/v2BKxfu8bWcvLZM6dPBB2zsTBfvdK/va0NAB4XFszy9rI0M97+5xYWi8VisZYvWXTyeJCdteXyJYtqamquRkXm5eXu2PZneXlZL3ftd8BfmsjMuLdz+7bNG9Y5TrFZvGyZnJx8QX7egX1/Hz8dfOFyyOWL59NSUx8XFgQdPXr2wqW/dgUkxMcBgNbQoRfOBQMAm80+e+aUto4up8K9ewKmTfe6kZCopqYeczWa1dWF70AJAO+rKl+/KgGA6upqqiI19maiqqra9q1bAMB/yWJdPb2bSbfHT5y4ZeMGTm0F+Xl7A3YHBp24dCX07OnTjwsL6+sZJ48fs7N3OH323M7tW99XVYaER5SXlcXHxba0tMz9Zab/ylVxCUk1NdWXLpxns9nXY66y2eyr12PFxMSCT52wc3DU1tFduep3ZeXBfdnPX4a/5jGpioqjx45ld3XJyw/459JFC0vruBvXHZ2c8cgoN49psTeuqampW1ha4s8XrGxtAUB/kgGDwSgve/Pu3buhw0d03wdKXV3j5PEgBoPh6e2trDwY30aQAJlMnu7lTSaTPb293ZwcmUxm9v0szxneSYm3ZOXkU1OSOTnj42KHjxyZm/sIADQ0NW+nJI0dN15HVxeP1hyooOCzwE9efsCEifrv37/PysyQlpGurn6fnPx+yBDa7ZQk719mCQoKzl/gJyQkZGRskpR4i0KhkAUFxcTFu29UyXP4SxPq6hr2Do74cXV1dWLCzba2NtkPb8NJSEi2tbVhGMbpQQUFanX1exKJNNXFNT4u7m15mfu0/8Qr+P+2auKkSSlJSTM83Of5Luj+Lhq+EyQAyMvLk8lkACCRSBiGNTYyKRQKHvIJAL/9vqarqws/bmQySSQS7n9M0Ncfpa3DYrGkpKQ5deIP7vE7yUYmU1iYgmeWk5dz95iOZxASEgIAYWH+DbThI3l25+3b8nvpaRqampMMjVKSEjEMA4CkxFsGhkYTJxmk372LbxF+PzMDz+/m7nHjWszdtDtT7Oy717NowfzBKiobNm/Zsm17cuItYWHhxkZmQ309AKTdScXzVFdXl7x8CQB376TqT5o0aJCSuITEZAsrH18/I2PThw8ecGYLdPVGkwUFfXz9fHz9KisqOar6JNo6us3NzTNnzfHx9ZOVk3tbXv7JbCQSif1Bc3wCf40TFy+ci46MwDBMUFDAw9PLcaozhmHpaXdsLczJQuShw4Z7TPckk8nGJiaOU6zb29s1NLXwglpDh7HZXWPHjSc8xbaxs5vh4a6hpVn6+vX2HbuFhYVd3NxdpzrIyMgOVlHB8ygoKJXV0E0AAAMCSURBVKxcvlRcXJxOp58+e05AQCBg7/45M2eoDBny7t3bvQcOc2pz85iWkpzoZGfLYrE0tbRMzcw5gVUfo6Gp6TXD29bSfMCAASxW16nP7C+qb2C4bu2aSyGh+GsHfAGX8Rc/FlPzvfuLNjc3E3b4ZDKZhACTmV7TCwsKPi7b2dlZVvame8ALva4OvwZ1531VFaFUZUXFJxtTV1dL2Kf0yy0n7EH6MW2trYSUj/cXxVBMDYGPN+3ENyLHqX7/fv/ePYKCAto6Oh+XJZPJKipDuqd8vNEoAOAb1Xcv9XE0Dc53ve3/LTuOUkREvr3CPqB/aOLLSEhKmltYGhoa8bohPwk/gybExMQIriWCG3i252xdbe0nZwsQANDc3Ezm3aNR3mhioMLAyxcvXL54gSfW+wUe0z15ZZo3mvBbuNhv4WKemEZ8FT6ds0LwEKQJBBGkCQQR3vgT12Ou5j56yBPT/YXJFlacxXH6GN5ooiA/f7CKypgxxCUfEDi3U5LL3pQC/C9pgkQiaevojvloGRAETknJSzxSiycgfwJBhI80geK2+QQ+0gSK2+YT+EgTgOK2+QP+0gSK2+YH+OtZOYrb5gf4SxMobpsf4CN5dgfFbfMQ/honUNw2X8BljC+K2/5qy1Hcdq+A4rb7kv6hiS+D4rZ7lp9BEyhuu2fh0/sOBA/hWSz/mVMng0+f4ol1/qejvZ2Hu37wRhMLfl2ITzAgPgdFhGeTWrzRBMHJR/AVyJ9AEEGaQBBBmkAQQZpAEOkLH5ONYVWVFZznkAg+py80oaysLCUlnZOd3Qe2fmLwXUz7gL7QhK7e6D77PgjuQf4EggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCSA/MY3Z0dAQdDeS+HgSX9NRLpyQMw7gp39jYmJF+t0eaguAea9sp3CuDW00gfj6QP4EggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEggjSBIII0gSCCNIEg8n9lIlu/ZPuVoAAAAABJRU5ErkJggg==)

With the exception of the <Fault> element, which is contained in the <Body> of a SOAP message, XML elements in the <Header> and the <Body> are defined by the applications that make use of them.

This diagram shows the structure of a SOAP message, which is described in the text.

**WSDL Documents**

The three major elements of WSDL that can be defined separately are −

-Types

-Operations

-Binding

A WSDL document has various elements, but they are contained within these three main elements

An WSDL document describes a web service. It specifies the location of the service, and the methods of the service, using these major elements(tags):

Element: Description:

<types> Defines the (XML Schema) data types used by the web service. a container for ` data type definitions using some type system (such as XSD).

A web service needs to define its inputs and outputs and how they are mapped into and out of the services. WSDL <types> element takes care of defining the data types that are used by the web service. Types are XML documents, or document parts.

The types element describes all the data types used between the client and the server.

WSDL is not tied exclusively to a specific typing system.

WSDL uses the W3C **XML Schema specification** as its default choice to define data types.

If the service uses only XML Schema built-in simple types, such as strings and integers, then types element is not required.

WSDL allows the types to be defined in separate elements so that the types are reusable with multiple web services.

<message> typed definition of the data being communicated.

<operation> description of an action supported by the service

<portType> Describes the operations that can be performed and the messages involved.

<binding> Defines the protocol and data format for each port type

<port> a single endpoint defined as a combination of a binding and a network address

<service> a collection of related endpoints.

The main structure of a **WSDL** document looks like this:

<definitions>

<types>

data type definitions........

</types>

<message>

definition of the data being communicated....

</message>

<portType>

set of operations......

</portType>

<binding>

protocol and data format specification....

</binding>

</definitions>

**XSD**

XML Schema Definition Language. XML Schemas define the elements (tags) of your XML files.

What is a Simple Element?

A simple element is an XML element that can contain only text. It cannot contain any other elements or attributes. However, the "only text" restriction is quite misleading. The text can be of many different types. It can be one of the types included in the XML Schema definition (boolean, string, date, etc.), or it can be a custom type that you can define yourself. You can also add restrictions (facets) to a data type in order to limit its content, or you can require the data to match a specific pattern.

The syntax for defining a simple element is:

<xs:element name="xxx" type="yyy"/>

where xxx is the name of the element and yyy is the data type of the element.

XML Schema has a lot of built-in data types. The most common types are:

xs:string

xs:decimal

xs:integer

xs:boolean

xs:date

xs:time

XSD Example:

<?xml version="1.0"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:element name="note">

<xs:complexType>

<xs:sequence>

<xs:element name="to" type="xs:string"/>

<xs:element name="from" type="xs:string"/>

<xs:element name="heading" type="xs:string"/>

<xs:element name="body" type="xs:string"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

The purpose of an XML Schema is to define the legal building blocks of an XML document:the 1)-elements and attributes that can appear in a document

2)-the number of (and order of) child elements

3)-data types for elements and attributes

4)-default and fixed values for elements and attributes

XML Schemas are written in XML:

-it must begin with the XML declaration

-it must have one unique root element

-start-tags must have matching end-tags

-elements are case sensitive

-all elements must be closed

-all elements must be properly nested

-all attribute values must be quoted

-entities must be used for special characters

**! ! ! XML documents can have a reference to a DTD or to an XML Schema. ! ! !**

Look at this simple XML document called "**note.xml**":

<?xml version="1.0"?>

<note>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

**A DTD File**

The following example is a DTD file called "**note.dtd**" that **defines** the elements of the XML document above in "note.xml":

<!ELEMENT note (to, from, heading, body)>#1

<!ELEMENT to (#PCDATA)> #2

<!ELEMENT from (#PCDATA)> #3

<!ELEMENT heading (#PCDATA)> #4

<!ELEMENT body (#PCDATA)> #5

**The first line defines the note element to have four child elements: "to, from, heading, body".**

**Line 2-5 defines the to, from, heading, body elements to be of type "#PCDATA".**

**A Reference to a DTD**

This XML document has a reference to a DTD:

<?xml version="1.0"?>

<!DOCTYPE note SYSTEM

"https://www.w3schools.com/xml/note.dtd">

<note>

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

**An XML Schema**

The following example is an XML Schema file called "**note.xsd**" that defines the elements of the XML document above in "note.xml":

<?xml version="1.0"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"

targetNamespace="https://www.w3schools.com"

xmlns="https://www.w3schools.com"

elementFormDefault="qualified">

<xs:element name="note">

<xs:complexType> <--The note element is a complex type because it contains other elements

<xs:sequence>

<xs:element name="to" type="xs:string"/>

<xs:element name="from" type="xs:string"/>

<xs:element name="heading" type="xs:string"/>

<xs:element name="body" type="xs:string"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

The other elements (to, from, heading, body) are simple types because they do not contain other elements.

**- The <schema>** element is the root element of every XML Schema, The <schema> element may contain some attributes:

<?xml version="1.0"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"

targetNamespace="https://www.w3schools.com"

xmlns="https://www.w3schools.com"

elementFormDefault="qualified">

...

...

</xs:schema>

xmlns:xs="http://www.w3.org/2001/XMLSchema"

indicates that the elements and data types used in the schema come from the "http://www.w3.org/2001/XMLSchema" namespace. It also specifies that the elements and data types that come from the "http://www.w3.org/2001/XMLSchema" namespace should be prefixed with xs:

targetNamespace="https://www.w3schools.com"

indicates that the elements defined by this schema (note, to, from, heading, body.) come from the "https://www.w3schools.com" namespace.

xmlns="https://www.w3schools.com"

indicates that the default namespace is "https://www.w3schools.com".

elementFormDefault="qualified"

indicates that any elements used by the XML instance document which were declared in this schema must be namespace qualified.

**A Reference to an XML Schema**

This XML document has a reference to an XML Schema:

<?xml version="1.0"?>

<note xmlns="https://www.w3schools.com"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="https://www.w3schools.com note.xsd">

<to>Tove</to>

<from>Jani</from>

<heading>Reminder</heading>

<body>Don't forget me this weekend!</body>

</note>

xmlns="https://www.w3schools.com"

specifies the default namespace declaration. This declaration tells the schema-validator that all the elements used in this XML document are declared in the "https://www.w3schools.com" namespace.

Once you have the XML Schema Instance namespace available:

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

you can use the schemaLocation attribute. This attribute has two values, separated by a space. The first value is the namespace to use. The second value is the location of the XML schema to use for that namespace:

xsi:schemaLocation="https://www.w3schools.com note.xsd"